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INTRODUCTION

The Internet of Things (IoT) was originally coined as a phrase by Kevin Ashton in 1990 [7], with reference to “taggable” items that used RFID chips to become electronically identifiable and therefore amenable to interactions with the Internet. With the ubiquity of cheap processors and System-on-Chip (SoC) based devices, the definition has expanded to include wireless and internet-attached sensors and actuators, including smart meters, home automation systems, internet-attached set-top-boxes, smartphones, connected cars, and other systems that connect the physical world to the Internet either by measuring it or affecting it.

The Internet of Things is defined variously, but we will use the definition from [31]:

“A dynamic global network infrastructure with self configuring capabilities based on standard and interoperable communication protocols where physical and virtual ‘things’ have identities, physical attributes, and virtual personalities and use intelligent interfaces, and are seamlessly integrated into the information network.”

The number of IoT devices has grown rapidly, with a recent estimate suggesting that there were 12.5 billion internet attached devices in 2010 and a prediction of 50 billion devices by 2020 [43]. This brings with it multiple security challenges:

- These devices are becoming more central to people’s lives, and hence the security is becoming more important.

- These devices, due to size and power limitations, may not support the same level of security that we would expect from more traditional Internet-connected devices.

- The sheer scale and number of predicted devices will create new challenges and require new approaches to security.

We will explore each of these areas in more detail below, as we look at the potential attacks that are possible on IoT devices.
1 APPROACH

In order to understand the security threats against the Internet of Things, we need to take an approach to classifying threats. The most widely used ontology of security threats is based on the classic “CIA” model (Confidentiality, Integrity, Availability) [96] which has been extended over the years and is now often referred to as the “CIA+” model [111]. In the course of reviewing the available literature and approaches to IoT security, we have created a proposed expansion of the existing framework that we believe works better in the IoT space. In particular, we propose a new ontology based on a matrix of evaluation where we look at each of the classic security challenges in three different aspects: device/hardware, network, and cloud/server-side. In some cells in this matrix, we have not identified any areas where the IoT space presents new challenges: in other words, whilst the domain space covered by these cells contains security challenges, those challenges are no different from existing Internet security challenges in that domain. In those cells we can say that the challenges are “unchanged”. In other cells we can identify the further challenges posed by the challenges unique to (or extended by) the Internet of Things.

Figure 1 shows the matrix we will use for evaluating security challenges. In each cell we summarise the main challenges that are different in the IoT world or at least exacerbated by the challenges of IoT compared to existing Internet security challenges. We will explore each cell in the matrix in detail below. Each of the cells is given a letter from A to R and these letters are used as a key to refer to the cells below.

The three aspects (Hardware/Device, Network, Cloud/Server) were chosen because as we read the available literature these areas became clear as a way of segmenting the unique challenges within the context of the IoT compared with existing Internet security challenges. These form a clear logical grouping of the different assets involved in IoT systems. We will provide a quick overview of each area before we look in detail at each cell of the matrix.

Device and Hardware

IoT devices have specific challenges that go beyond those of existing Internet clients. These challenges come from: the different form factors of IoT devices; from the power requirements of
IoT devices; and from the hardware aspects of IoT devices. The rise of cheap mobile telephony has driven down the costs of 32-bit processors (especially those based around the ARM architecture [48]), and this is increasingly creating lower cost microcontrollers and System-on-Chip (SoC) devices based on ARM. However, there are still many IoT devices built on 8-bit processors, and occasionally, 16-bit [118]. In particular the open source hardware platform Arduino [6] supports both 8-bit and 32-bit controllers, but the 8-bit controllers remain considerably cheaper and more popular.

Network
IoT devices may use much lower power, lower bandwidth networks than existing Internet systems. Cellular networks often have much higher latency and more “dropouts” than fixed networks [27]. The protocols that are used for the Web are often too data-intensive and power-hungry for IoT devices. Network security approaches such as encryption and digital signatures are difficult or impractical in small devices.

Cloud/Server-Side
While many of the existing challenges apply here, there are some aspects that are exacerbated by the IoT for the server-side or cloud infrastructure. These include: the often highly personal nature of data that is being collected and the requirement to manage privacy; the need to provide user-managed controls for access; and the lack of clear identities for devices making it easier to spoof or impersonate devices.

1.1 Cell A: Confidentiality / Hardware
The confidentiality of data on the device itself can certainly be an issue. Whilst it could be argued that many IoT devices are in public areas, even these devices may store historical data locally, or may have security data (e.g. keys, passwords, credentials or sensitive code) that is liable to attack. [112] is a comprehensive study of many semi-invasive attacks that can be done on hardware. [121, 76] cover the concept of side channel attacks where the power usage or other indirect information from the device can be used to steal information.

A related issue to confidentiality of the data on the device is the challenges inherent in updating devices and pushing keys out to devices.

The distribution and maintenance of certificates and public-keys onto embedded devices is complex [119]. In addition, sensor networks may be connected intermittently to the network resulting in limited or no access to the Certificate Authority (CA). To address this, the use of threshold cryptographic systems that do not depend on a single central CA has been proposed [122], but this technology is not widely adopted: in any given environment this would require many heterogeneous Things to support the same threshold cryptographic approach.

We can also see clearly from a number of publicised attacks [79, 64, 58] that device designers have not adjusted to the challenges of designing devices that will be connected either directly or indirectly to the internet.

A further security challenge for confidentiality and hardware is the fingerprinting of sensors or data from sensors. In [20] it has been shown that microphones, accelerometers and other sensors within devices have unique “fingerprints” that can uniquely identify devices.

Finally, the use of PKI requires devices to be updated as certificates expire. The complexity of performing updates on IoT devices is harder, especially in smaller devices where there is no user interface. For example, many devices need to be connected to a laptop in order to perform updates. This requires human intervention and validation, and in many cases this is another area where security falls down. For example, many situations exist where security flaws have been fixed but because devices are in homes, or remote locations, or seen as appliances rather than computing devices, updates are not installed [58].

1.2 Cell B: Confidentiality / Network
The confidentiality of data on the network is usually protected by encryption of the data. There are a number of challenges with using encryption in small devices. Performing public key encryption on 8-bit microcontrollers has been enhanced by the use of Elliptical Curve Cryptography (ECC) [65, 81]. ECC reduces the time and power requirements for the same level of encryption as an equivalent RSA public-key encryption [100] by an order of magnitude [53, 108, 109]: RSA encryption on constrained
8-bit microcontrollers may take minutes to complete, whereas similar ECC-based cryptography completes in seconds. However, despite the fact that ECC enables 8-bit microcontrollers to participate in public-key encryption systems, in many cases it is not used. We can speculate as to why this is: firstly, as evidenced by [109], the encryption algorithms consume a large proportion of the available ROM on small controllers. Secondly, there is a lack of standard open source software. For example, a search that we carried out (on the 21st April 2015) of the popular open source site Github for the words “Arduino” and “Encryption” revealed 10 repositories compared to “Arduino” and “HTTP” which revealed 467 repositories. However, recently an open source library for AES on Arduino [68] has made it more effective to use cryptography on Atmel-based hardware.

Another key challenge in confidentiality is the complexity of the most commonly used encryption protocols. The standard Transport Layer Security (TLS [37]) protocol can be configured to use ECC, but even in this case the handshake process requires a number of message flows and is sub-optimal for small devices as documented in [66]. [93] has argued that using TLS with Pre-Shared Keys (PSK) improves the handshake. However, they fail to discuss in any detail the significant challenges with using PSK with IoT devices: the fact that either individual symmetric keys need to be deployed onto each device during the device manufacturing process, or the same key re-used. In this case there is a serious security risk that a single device will be broken and thus the key will be available.

There is an alternative protocol for UDP: DTLS (Datagram Transport Level Security) [99] which provides a lighter weight approach than TLS. However, there is still a reasonably large RAM and ROM size required for this [63], and this requires that messages be sent over UDP which has significant issues with firewalls and home routers, making it a less effective protocol for IoT applications [11]. There is ongoing work at the IETF to produce an effective profile of both TLS and DTLS for the IoT [115].

A significant area of challenge for network confidentiality in IoT is the emergence of new radio protocols for networking. Previously there were equivalent challenges with Wifi networks as protocols such as WEP were broken citepcam2003security, and there are new attacks on protocols such as Bluetooth 4.0 (also known as Bluetooth LE/BLE). For example, while BLE utilises AES encryption which has a known security profile, a new key exchange protocol was created, which turns out to be flawed, allowing any attacker present during key exchange to intercept all future communications [101]. One significant challenge for IoT is the length of time it takes for vulnerabilities to be addressed when hardware assets are involved. While the BLE key exchange issues are addressed in the latest revision of BLE, we can expect it to take a very long time for the devices that encode the flawed version in hardware to be replaced. By analogy, many years after the WEP issues were uncovered, in 2011 a study showed that 25% of wifi networks were still at risk [21].

In [97] a theoretical model of traceability of IoT devices and particularly RFID systems is proposed in order to prevent unauthorised data being accessible. A protocol that preserves the concept of untraceability is proposed.

Many of the same references and issues apply to section E where we look at the use of digital signatures with low power devices.

### 1.3 Cell C: Confidentiality & Cloud/Server

While the issues here are largely similar to normal web- and internet-based systems, there are certainly concerns about individuals privacy on with the Internet of Things. For example, the company Fitbit [44] made data about users sexual activity available and easily searchable online [123] by default. There are social and policy issues regarding the ownership of data created by IoT devices [86, 87]. We address these issues in more detail in the cell O where we look at the access control of IoT data and systems in the cloud and on the server-side.

A second concern that is exacerbated by the Internet of Things are concerns with correlation of data and metadata, especially around de-anonymisation. In [87] it was shown that anonymous metadata could be de-anonymized by correlating it with other publicly available social metadata. This is a significant concern with IoT data. This is also closely related to the fingerprinting of sensors within devices as discussed in cell A. An important model for addressing these issues in the cloud are systems that filter, summarise and use stream-processing technologies to the data coming from IoT devices before this data is more widely published. For example, if we only publish a summarised co-ordinate rather than the raw accelerometer data we can potentially avoid fingerprinting de-anonymisation attacks.

In addition, an important concern has been raised in the recent past with the details of the government...
sponsored attacks from the US National Security Agency (NSA) and British Government Communications Headquarters (GCHQ) that have been revealed by Edward Snowden [25]. These bring up three specific concerns on IoT privacy and confidentiality.

The first concern is the revelations that many of the encryption and security systems have had deliberate backdoor attacks added to them so as to make them less secure [69]. The second concern is the revelation that many providers of cloud hosting systems have been forced to hand over encryption keys to the security services [71]. The third major concern is the revelations on the extent to which metadata is utilised by the security services to build up a detailed picture of individual users [13].

The implications of these three concerns when considered in the light of the Internet of Things is clear: a significantly deeper and larger amount of data and metadata will be available to security services and to other attackers who can utilize the same weaknesses that the security services compromise.

1.4 Cell D: Integrity & Hardware/Device
The concept of integrity refers to maintaining the accuracy and consistency of data. In this cell of the matrix, the challenges are in maintaining the device’s code and stored data so that it can be trusted over the lifecycle of that device. In particular the integrity of the code is vital if we are to trust the data that comes from the device or the data that is sent to the device. The challenges here are viruses, firmware attacks and specific manipulation of hardware. For example, [51] describes a worm attack on router and IoT firmware.

The traditional solution to such problems is attestation [102, 23, 107]. Attestation is important in two ways. Firstly, attestation can be used by a remote system to ensure that the firmware is unmodified and therefore the data coming from the device is accurate. Secondly, attestation is used in conjunction with hardware-based secure storage (Hardware Security Managers, as described in [35] to ensure that authentication keys are not misused. The model is as follows.

In order to preserve the security of authentication keys in a machine where human interaction is involved, the user is required to authenticate. Often the keys are themselves encrypted using the human’s password or a derivative of the identification parameters. However, in an unattended system, there is no human interaction. Therefore the authentication keys need to be protected in some other way. Encryption on its own is no help, because the encryption key is then needed and this becomes a circular problem. The solution to this is to store the authentication key in a dedicated hardware storage. However, if the firmware of the device is modified, then the modified firmware can read the authentication key, and offer it to a hacker or misuse it directly. The solution to this is for an attestation process to validate the firmware is unmodified before allowing the keys to be used. Then the keys must also be encrypted before sending them over any network.

These attestation models are promoted by groups such the Trusted Computing Group [113], and Samsung Knox [105]. These rely on specialized hardware chips such as the Atmel AT97SC3204 [9] which implement the concept of a Trusted Platform Module [83]. There is research into running these for Smart Grid devices [92]. However, whilst there is considerable discussion of using these techniques with IoT, during our literature review we could not find evidence of any real-world devices apart from those based on mobile-phone platforms (e.g. phones and tablets) that implemented trusted computing and attestation.

1.5 Cell E: Integrity & Network
Maintaining integrity over a network is managed as part of the public-key encryption models by the use of digital signatures. The challenges for IoT are exactly those we already identified in the section B above where we described the challenges of using encryption from low-power IoT devices.

1.6 Cell F: Integrity & Cloud/Server
This area is unchanged by the IoT.

1.7 Cell G: Availability & Device/Hardware
One of the significant models used by attackers is to challenge the availability of a system, usually through a Denial of Service (DoS) or Distributed Denial of Service (DDoS) attack. DoS attacks and availability attacks are used in several ways by attackers. Firstly, there may be some pure malicious or destructive urge (e.g. revenge, commercial harm, share price manipulation) in bringing down a system. Secondly, availability attacks are often used as a pre-cursor to an authentication or spoofing attack.
IoT devices have some different attack vectors for availability attacks. These include resource consumption attacks (overloading restricted devices), physical attacks on devices.

1.8 Cell H: Availability & Network
There are clearly many aspects of this that are the same as existing network challenges. However, there are some issues that particularly affect IoT. In particular, there are a number of attacks on local radio networks that are possible. Many IoT devices use radio networking (Bluetooth, WiFi, 3G, GPRS, LoRa and others) and these can be susceptible to radio jamming. Another clear area of attack is simply physical access. For example, even wired networks are much more susceptible to DoS attacks when the devices are spread widely over large areas.

1.9 Cell I: Availability & Cloud/Server
This area is unchanged by the IoT.

1.10 Cell J: Authentication & Device/Hardware
We will consider the authentication of the device to the rest of the world in later sections. In this cell of the matrix we must consider the challenges of how users or other devices can securely authenticate to the device itself. These are however related: a user may bypass or fake the authentication to the device and thereby cause the device to incorrectly identify itself over the network to other parts of the Internet.

Some attacks are very simple: many devices come with default passwords which are never changed by owners. In a well-publicised example [58], a security researcher gained access to full controls of a number of “smart homes”.

Similarly many home routers are at risk through insecure authentication [5]. Such vulnerabilities can then spread to other devices on the same network as attackers take control of the local area network.

A key issue here is the initial registration of the device. A major issue with hardware is when the same credential, key, or password is stored on many devices. Devices are susceptible to hardware attacks (as discussed above) and the result is that the loss of a single device may compromise many or all devices. In order to prevent this, devices must either be pre-programmed with unique identifiers and credentials at manufacturing time, or must go through a registration process at setup time. In both cases this adds complexity and expense, and may compromise usability. We argued for the use of the Dynamic Client Registration process in [46] to create unique keys/credentials for each device.

1.11 Cell K: Authentication & Network
Unlike browsers or laptops where a human has the opportunity to provide authentication information such as a userid and password, IoT devices normally run unattended and need to be able to power-cycle and reboot without human interaction. This means that any identifier for the device needs to be stored in the program memory (usually SRAM), ROM or storage of the device. This brings two distinct challenges:

- The device may validly authenticate, but its code may have been changed.
- Another device may steal the authentication identifier and may spoof the device.

In the Sybil attack [89] a single node or nodes may impersonate a large number of different nodes thereby taking over a whole network of sensors.

In all cases, attestation is a key defence against these attacks.

Another defence is the use of reputation and reputational models to associate a trust value to devices on the network.

Reputation is a general concept widely used in all aspects of knowledge ranging from humanities, arts and social sciences to digital sciences. In computing systems, reputation is considered as a measure of how trustworthy a system is. There are two approaches to trust in computer networks: the first involves a “black and white” approach based on security certificates, policies, etc. For example, SPINS [95], develops a trusted network. The second approach is probabilistic in nature, where trust is based on reputation, which is defined as a probability that an agent is trustworthy. In fact, reputation is often seen as one measure by which trust or distrust can be built based on good or bad past experiences and observations (direct trust) [62] or based on collected referral information (indirect trust) [1].

In recent years, the concept of reputation has shown itself to be useful in many areas of research in computer science, particularly in the context of distributed and collaborative systems, where interesting
issues of trust and security manifest themselves. Therefore, one encounters several definitions, models and systems of reputation in distributed computing research (e.g. [47, 62, 110]).

There is considerable work into reputation and trust for wireless sensor networks, much of which is directly relevant to IoT trust and reputation. The Hermes and E-Hermes [125, 126] systems utilise Bayesian statistical methods to calculate reputation based on how effectively nodes in a mesh network propagate messages including the reputation messages. Similarly, [29] evaluates reputation based on the packet-forwarding trustworthiness of nodes, in this case using fuzzy logic to provide the evaluation framework. Another similar work is [80] which again looks at the packet forwarding reputation of nodes.

1.12 Cell L: Authentication & Cloud/Server
The IETF has published a draft guidance on security considerations for IoT [90]. This draft does discuss both the bootstrapping of identity and the issues of privacy-aware identification. One key aspect is that of bootstrapping a secure conversation between the IoT device and other systems, which includes the challenge of setting-up an encrypted and/or authenticated channel such as those using TLS, HIP or Diet HIP. The Host Identity Protocol (HIP) [85] is a protocol designed to provide a cryptographically secured endpoint to replace the use of IP addresses, which solves a significant problem – IP-address spoofing – in the Internet. Diet HIP [84] is a lighter-weight rendition of the same model designed specifically for IoT and M2M interactions. While HIP and Diet HIP solve difficult problems, they have significant disadvantages to adoption. Firstly, they require low-level changes within the IP stack to implement. Secondly, as they replace traditional IP addressing they require a major change in many existing systems to work. In addition, neither HIP nor Diet HIP address the issues of federated authorization and delegation.

We proposed [45] using federated identity protocols such as OAuth2 [54] with IoT devices, especially around the MQTT protocol [75]. The IOT-OAS [30] work similarly addresses the use of OAuth2 with CoAP. Other related works include the work of Augusto et al. [12] have built a secure mobile digital wallet by using OAuth together with the XMPP protocol [103]. In [46], we extended the usage of OAuth2 for IoT devices to include the use of Dynamic Client Registration [104] which allows each device to have its own unique identity, which we discussed as an important point in the section about Cell A.

1.13 Cell M: Access Control & Device/Hardware
There are two challenges to access control at the device level. Firstly, devices are often physically distributed and so an attacker is likely to be able to gain physical access to the device. The challenges here were already discussed in Cell A. However, there is a further challenge: access control requires a concept of identity. We cannot restrict or allow access without some form of authentication to the device, and as discussed in our review of Cell J, this is a significant challenge. In addition, systems such as Webinos [36] have proposed using policy-based access control mechanisms such as XACML [50] for IoT devices. However, XACML is relatively heavyweight and expensive to implement [116], especially in the context of low power devices. To address this, Webinos has developed an engine which can calculate the subset of the policy that is relevant to a particular device. Despite this innovation, the storage, transmission and processing costs of XACML are very high for an IoT device.

1.14 Cell N: Access Control & Network
There are a number of researchers looking at how to create new lightweight protocols for access control in IoT scenarios. [78] describe a new protocol for IoT authentication and access control is proposed based on ECC with a lightweight handshake mechanism to provide an effective approach for IoT, especially in mobility cases. [57] propose a non-centralised approach for access control that uses ECC once again and supports capability tokens in the CoAP protocol.

1.15 Cell O: Access Control & Cloud/Server
The biggest challenge for privacy is ensuring access control at the server or cloud environment of data collected from the IoT. There is some significant overlap with the area of confidentiality of data in the cloud as well (Cell C).

We argued strongly in [45] that existing hierarchical models of access control are not appropriate for the scale and scope of the IoT. There are two main approaches to address this. The first is policy-based security models where roles and groups are replaces by more generic policies that capture real-world requirements such as “A doctor may view a patient’s record if they are treating that patient in the emergency room”. The second approach to support the scale of IoT is user-directed security controls. In [41] a strong
case is made for ensuring that users can control access to their own resources and to the data produced by the IoT that relates to those users. The User Managed Access (UMA) from the Kantara Initiative enhances the OAuth specification to provide a rich environment for users to select their own data sharing preferences [60]. We would argue strongly that this overall concept of user-directed access control to IoT data is one of the most important approaches to ensuring privacy.

[120] argues that contextual approaches must be taken to ensure privacy with the IoT. Many modern security systems use context and reputation to establish trust and to prevent data leaks. Context-based security [82] defines this approach which is now implemented by major Web systems including Google and Facebook.

1.16 **Cell P: Non-Repudiation & Device/Hardware**
The biggest challenge in the non-repudiation network with IoT devices is the challenge of using attestation for small devices. Attestation is discussed in detail in Cell D. Without attestation, we cannot trust that the device system has not been modified and therefore it is not possible to trust any non-repudiation data from the device.

1.17 **Cell Q: Non-Repudiation & Network**
The same challenges apply here as discussed in cells B, E. Non-repudiation on the wire requires cryptography techniques and these are often hindered by resource restrictions on small devices. In [91] a non-repudiation protocol for restricted devices is proposed.

1.18 **Cell R: Non-Repudiation & Cloud/Server**
This area is unchanged by the IoT.

1.19 **Summary of the review of security issues**
In this section we have proposed a widened ontology for evaluating the security issues surrounding the Internet of Things, and examined the existing literature and research in each of the cells of the expanded matrix. This is an important basis for the next section where we examine the provisions around security and privacy that are available in available middleware for the Internet of Things.

One area that crosses most or all of the cells in our matrix is the need for a holistic and studied approach to enabling privacy in the IoT. As discussed in a number of cells, there are significant challenges to privacy with the increased data and metadata that is being made available by IoT-connected devices. An approach that has been proposed to address this is Privacy by Design [26]. This model suggests that systems should be designed from the ground up with the concept of privacy built into the heart of each system. Many systems have added security or privacy controls as “add-ons”, with the result that unforeseen attacks can occur.

In reviewing these areas, we identified a list of security properties and capabilities that are important for the security and privacy of IoT. We will use this list in the second part of this paper as columns in a new table where we evaluate a set of middleware on their provision of these capabilities.

**Integrity and Confidentiality**
The requirement to provide integrity and confidentiality is an important aspect in any network and as discussed in cells A-E there are a number of challenges in this space for IoT.

**Access Control**
Maintaining access control to data that is personal or can be used to extract personal data is a key aspect of privacy. In addition, it is of prime importance with actuators that we do not allow unauthorised access to control aspects of our world.

**Policy-based security**
Managing security in the scale of IoT is unfeasible in a centralised approach. As we discussed, access control and identity models need to be based on policies such as XACML rather than built in a traditional hierarchical approach.

**Authentication**
Clearly, in order to respect privacy, IoT systems need a concept of authentication.
Federated Identity
As argued in cell L, there is a clear motivation for the use of federated models of identity for authentication in IoT networks.

Attestation
Attestation is an important technique to prevent tampering and hence issues with integrity of data as well as confidentiality in IoT.

Summarisation and Filtering
The need to prevent de-anonymisation is a clear driver for systems to provide summarisation and filtering technologies such as stream processing.

Privacy by Design
As discussed above, an important approach to ensuring privacy is to build this into the design of the systems.

Context-based security and Reputation
Many modern security models adapt the security based on a number of factors, including location, time of day, previous history of systems, and other aspects known as context. Another related model is that of the reputation of systems, whereby systems that have unusual or less-than-ideal behaviour can be trusted less using probabilistic models. In both cases there are clear application to IoT privacy as discussed above.

There are of course many other aspects to IoT security and privacy as we have demonstrated in the matrix table and accompanying description of each cell. However, these specific aspects for an effective set of criteria by which to analyse different systems, as we show below.

2 SECURE MIDDLEWARE FOR THE INTERNET OF THINGS

2.1 Introduction
Middleware has been defined as computer software that has an intermediary function between the various applications of a computer and its operating system [55]. In our case, we are interested in middleware that is specifically designed or adapted to provide capabilities for IoT networks. There are a number of existing surveys of IoT middleware.

Bandyopadhyay et al. [15, 14] review a number of middleware systems designed for IoT systems. While they look at security in passing, there is no detailed analysis of the security of each middleware system. [28] calls out the need for security, but no analysis of the approaches or existing capabilities is provided. [10] is a very broad survey paper that addresses IoT middleware loosely.

It is clear then, that a detailed evaluation of security in IoT middleware is a useful contribution to the literature. We therefore identified a set of middleware systems to study.

2.2 Review Methodology
This set was identified through a combination of the existing literature reviews on IoT middleware [15, 28] together with our own search for middleware systems that explicitly target IoT scenarios. Some of the systems that were included in these papers we excluded from our list on the basis that they were not middleware. For example, [28] lists TinyREST [77] as a middleware, but in fact we considered this paper to be the definition of a standard protocol and therefore we excluded it.

Our search strategy was to use a search for the terms ("IoT" OR "Internet of Things") AND "Middleware". We searched only in the subject terms and restricted the search to academic papers written in English. The search was carried out by the Portsmouth University Discovery system which is a metasearch engine. The list of databases that are searched is available at [117]. This strategy identified 152 papers. We then manually reviewed the abstracts of these papers to identify a list of functioning middleware systems as opposed to papers that describe other aspects of IoT without describing a middleware system. This produced a list of 22 middleware systems. The table in Figure 2 summarises the middleware systems that we reviewed as well as the major findings of the review.

In our study, we looked for the security properties listed in section 1.19. We also identified if the middleware had a clearly defined security model and/or security implementation. In addition, we used
some other more general characteristics, including whether the systems supported SOAP/Web Services, REST, Event-Based models, Semantic approaches, and IoT-specific protocols. Together with the security properties these make up the columns of our summary table.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>ASPIRE</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>CBQPM</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Diopliase</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>DREMS</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>EDSOA</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>GSN</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Hydra/Linksmart</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>ISAM/VIRUTS</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>MOSDEN</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>NAPS</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>OpenIC</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>Y</td>
<td>-</td>
<td>-</td>
<td>Y</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>SBOTCM</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>SIRENA</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>SMEPP</td>
<td>Y</td>
<td>Y</td>
<td>-</td>
<td>Y</td>
<td>-</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>SOCRADES</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>Thingonomy</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>Y</td>
<td>Y</td>
<td>-</td>
<td>Y</td>
<td>Y</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>UBIROAD</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>UBIOSAP</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>UBIWARE</td>
<td>Y</td>
<td>N</td>
<td>-</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>WIBINDS</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
<tr>
<td>WHEREX</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>Y</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>XMPP</td>
<td>Y</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>Y</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
<td>N</td>
</tr>
</tbody>
</table>

Figure 2. Summary of reviewed middleware systems and major properties

Below follows the specific details of each middleware system.

### 2.3 ASPIRE

ASPIRE Project (Advanced Sensors and lightweight Programmable middleware for Innovative Rfid Enterprise applications) [8] is a EU-funded project that created an open, royalty-free middleware for RFID-based applications. There is insufficient description of the security architecture to make any sensible review.

### 2.4 UBIWARE

The UBIWARE project is a smart semantic middleware for Ubiquitous Computing [106]. The security model for UBIWARE is not clearly described in the original paper, but an additional paper describes a model called Smart Ubiquitous Resource Privacy and Security (SURPAS) [88], which provides a security model for UBIWARE. UBIWARE is designed to utilize the semantic web constructs, and SURPAS utilises the same model of semantic web as the basis for the abstract and concrete security architectures that it proposes. The model is highly driven by policies and these can be stored and managed by external parties. In particular the SURPAS architecture is highly dynamic, allowing devices to take on board new roles or functions at runtime. While the SURPAS model describes a theoretical solution to the approach, there are few details on the concrete instantiation. For example, while the model defines a policy-based approach to access control, there are no clearly defined policy languages chosen. There is no clear model of identity or federation, and there is no clear guidance on how to ensure that federated policies that are stored on external servers are protected and maintained. The model does not address any edge computing approaches or filtering/summarisation of IoT data. However, the overall approach of using ontologies and basing policies on those ontologies is very powerful.

### 2.5 UBIROAD

The UBIROAD middleware [114] is a specialization of the UBIWARE project specifically targeting traffic, road management, transport management and related use-cases. There is insufficient description of the security and trust architecture to make any meaningful review.
2.6 UBISOAP
ubiSOAP [24] is a Service-Oriented Architecture (SOA) approach that builds a middleware for Ubiquitous Computing and IoT based on the Web Services (WS) standards and the SOAP protocol. There is insufficient description of the security and trust architecture to make any meaningful review.

2.7 SMEPP
Secure Middleware for P2P (SMEPP) [16] is an IoT middleware explicitly designed to be secure, especially dealing with challenges in the peer-to-peer model. SMEPP security is based around the concept of a group. When a peer attempts to join a group, the system relies on challenge-response security to implement mutual authentication. At this point the newly joined peer is issues a shared session key which is shared by all members of the group. SMEPP utilizes elliptic key cryptography to reduce the burden of the security encryption onto smaller devices. Overall SMEPP has addressed security effectively for peer-to-peer groups, but assumes a wider PKI infrastructure for managing the key model used within each group. In addition, there is no discussion of access control or federated identity models, which are important for IoT scenarios. The model is that any member of the group can read data published to the group using the shared session key.

2.8 SOCRADES
SOCRADES [34] is a middleware specifically designed for manufacturing shop floors and other industrial environments. Based on SOAP and the WS stack it utilizes the security models of the WS stack, in particular the WS-Security standard for encryption and message integrity. There is no special support for federation, tokens or policy-based access control (instead relying on role-based access control). The resulting XML approach is very heavyweight for IoT devices and costly in terms of network and power [39]. In addition, the lack of explicit support for tokens and federated security and identity models creates a significant challenge in key distributions and centralized identity for this approach.

2.9 SIRENA
SIRENA (Service Infrastructure for Real-time Embedded Networked Devices) [19] is a SOAP/WS-based middleware for IoT and embedded devices. While there is little description of the security framework in SIRENA, it does show the use of the WS-Security specification. As previously discussed, this approach is very heavyweight, has issues with key distribution, federated identity and access control.

2.10 WHEREX
WhereX [49] is an event-based middleware for the IoT. There is insufficient description of the security and trust architecture to make any meaningful review.

2.11 WEBINOS
The Webinos [36] system has a well-thought through security architecture. The Webinos system is based around the core concept of devices being in the personal control of users and therefore having each user having a “personal zone” to protect. This is a more advanced concept but in the same vein as the protected sub-domains in VIRTUS. In the Webinos model, each user has a cloud instance - known as the Personal Zone Hub (PZH) that supports their devices. The Personal Zone Hub acts as a service to collect and offer access to data and capabilities of the user’s devices. The PZH acts as a certificate authority, issuing certificates to the devices that are used for mutual authentication using TLS. User’s authenticate to the PZH using the OpenID protocol. On the device, a communications module known as the Personal Zone Proxy (PZP) handles all communications with the PZH.

The idea of the Personal Zone may have significant issues however, when a single device is used by many different people (for example, the in-car system in a taxi as opposed to a personal vehicle). These issues are not addressed in Webinos, though they are called out in the lessons learnt.

Webinos utilizes policy-based access control modelled in the XACML [50] language. The system pushes XACML policies out to devices to limit the spread of personal and contextual data.

Webinos addresses the issue of software modification using an attestation API, which can report whether the software running is the correct level. This requires the device to be utilising Trusted Platform Module (TPM) hardware that can return attestation data.

Webinos also addresses the issue of using secure storage on devices where the device has such storage.
While the Webinos project does address many of the privacy concerns of users through the use of the Personal Zone Hub, there is clearly further work that could be done. In particular the ability for users to define what data they share with other users or other systems using a protocol such as OAuth2 [54], and the ability to install filters or other anonymising or data reduction aggregators into the PZH are lacking. One other aspect of Webinos that is worth drawing attention to is the reliance on a certain size of device: the PZP that is needed on the device is based on the node.js framework and therefore the device needs to be of a certain size (e.g. a 32-bit processor running a Linux derivative or similar) to participate in Webinos.

2.12 GSN
The GSN framework [2] (Global Sensor Networks) defines a middleware for the Internet of Things that requires little or no programming. The security architecture of the system is not described in any detail: there are diagrams of the container architecture which point to access control and integrity checks, but unfortunately there is not sufficient discussion to be able to categorize or evaluate the approach taken.

2.13 MOSDEN
MOSDEN (Mobile Sensor Data Processing Engine) [94] is an extension of the GSN approach (see above) which is explicitly targeted at opportunistic sensing from restricted devices. As with GSN, there is insufficient description of the security and trust architecture to make any meaningful review.

2.14 Thingsonomy
Thingsonomy [56] is an event-based publish-subscribe based approach that applies semantic technology and semantic matching to the events published within the system. There is no description of a security model.

2.15 OpenIoT
OpenIoT is an open cloud-based middleware for the Internet of Things. It also extends the GSN framework. There is insufficient description of the security model to make any meaningful review.

2.16 Dioptase
Dioptase [17] is a RESTful stream-processing middleware for IoT. Dioptase does address a number of useful aspects for privacy, including intermediate stream processing of data, summarisation and filtering. However, there is no detailed security architecture or description and the security model is left as an item of future work.

2.17 VIRTUS
The VIRTUS middleware [32] utilizes the core security features of the XMPP protocol to ensure security. This includes tunnelling communications over TLS, authentication via SASL, and access control via XMPP’s built-in mechanisms. SASL is a flexible mechanism for authentication which supports a number of different systems including token-based approaches such as OAuth2 or Kerberos, username/password, or X.509 certificates. For client-to-server based communications, it is not clear from the description which of these methods is actually implemented within VIRTUS. For server-to-server communications there is specified the use of SASL to ensure full server federation.

While the VIRTUS model does not describe the challenges of implementing a personal instance of middleware for single users or devices, there is a concept of edge computing described, where some interactions may happen within an edge domain (e.g. within a house) and lower security is required within that domain while higher security is expected when sharing that data outside. This model is fairly briefly described but provides an interesting approach. One challenge is that there are multiple assumptions to this: firstly, that security within the limited domain needs less security, when there may be attackers within that perimeter. Secondly, that the open channel to the wider internet cannot be misused to attack the edge network. The ability to calculate, summarise and/or filter data from the edge network before sharing it is also not discussed except in very granular terms (e.g. some data are available, other data are not).

2.18 Hydra / Linksmarth
Hydra [40] was a European Union funded project which has since been extended and renamed as LinkSmart. The Hydra team published a detailed theoretical model of a policy-based security approach [3].
This model is based on using lattices to define the flow of information through a system. This model provides a language-based approach to security modelling. However, whilst this paper is published as part of the Hydra funded project, there is no clear implementation of this in the context of IoT or description of how this work can benefit the IoT world. However, because Hydra / LinkSmart is an Open Source project [73] with documentation beyond the scientific papers, it is possible to understand the security model in greater detail by review of this project.

The Hydra and LinkSmart architectures are both based on the Web Services (WS) specifications, building on the SOAP protocol [52], which in turn builds on the XML Language [22]. The security model is described in some detail in the LinkSmart documentation [72]. The model utilises XML Security [38]. There are significant challenges in using this model in the IoT world. XML Security has a number of performance issues which are exacerbated by the need to utilise this in an IoT context. For example, any digital signature in XML Security needs a process known as XML Canonicalisation (XML C14N). XML Canonicalisation is a costly process in both time and memory. [18] shows that the memory usage is more than $10 \times$ the size of the message in memory (and XML messages are already large for IoT devices). The Hydra/Linksmart approach also uses symmetric keys for security which is a challenge for IoT because each key must be uniquely created, distributed and updated upon expiry into each device creating a major key management issue.

Hydra / LinkSmart offers a service called the TrustManager. This is a system that uses the cryptographic capabilities to support a trusted identity for IoT devices. This works with a Public Key Infrastructure (PKI) and certificates to ensure trust. Once again there are challenges in the distribution and management of the certificates to the devices which are not addressed in this middleware.

The Hydra middleware does not offer any policy based access control for IoT data, and does not address the secure storage of data for users, nor offer any user-controlled models of access control to user’s data.

2.19 EDSOA
An Event-driven Service-oriented Architecture for the Internet of Things Service Execution [67] describes an approach that utilizes an event-driven SOA. There is no security model described.

2.20 DREMS
Distributed RealTime Managed Systems (DREMS) [70] is a combination of software tooling and a middleware runtime for IoT. It includes Linux Operating System extensions as well. DREMS is based on an actor [4] model has a well-defined security model that extends to the operating system. The security model includes the concept of multi-level security (MLS) for communications between a device and the actor. The MLS model is based on labelled communications. This ensures that data can only flow to systems that have a higher clearance than the data being transmitted. This is a very powerful security model for government and military use-cases. However, this approach does not address needs-based access control. For example, someone with Top Secret clearance may read data that is categorised as Secret even if they have no business reason to utilise that data. The weaknesses of this model have been shown with situations such as the Snowden revelations.

2.21 XMPP
The paper [59] describes how the XMPP architecture can be applied to the challenges of M2M and hence the IoT, together with a proof-of-concept approach. The system relies on the set of XMPP extensions around publish/subscribe and the related XMPP security models to implement security. This includes TLS for encryption, and access control models around publish-subscribe. There is also a discussion about leakage of information such as presence from devices. The proof-of-concept model did not include any federated identity models, but did utilize a One-Time Password (OTP) model on top of XMPP to address the concepts such as temporary loans of devices.

2.22 Cloud-based Car Parking Middleware
In [61] the authors describe an OSGi-based middleware for smart cities enabling IoT-based car parking. There is no description of the security architecture.
2.23 NAPS
The Naming, Addressing and Profile Server (NAPS) [74] describes a heterogeneous middleware for IoT based on unifying data streams from multiple IoT approaches. Based on RESTful APIs, the NAPS approach includes a key component handling Authentication, Authorization, and Accounting (AAA). The design is based on the Network Security Capability model defined in the ETSI M2M architecture [42]. However, the main details of the security architecture have not yet been implemented and have been left for future work. There is no consideration of federated identity or policy based access control.

2.24 SBIOTCM
In A SOA Based IOT Communication Middleware [124] is a middleware based on SOAP and WS. There is no security model described.

3 SUMMARY OF IOT MIDDLEWARE SECURITY
In reviewing both the security and privacy challenges of the wider IoT and a structured review of more than twenty middleware platforms, we have identified some key categories that can be applied across these areas.

Firstly, we must deal with the significant proportion of the systems that did not address security, left it for further work, or did not describe the security approach in any meaningful detail. This category includes WHEREX, ASPIRE, GSN, Thingsonomy, Dioptase, OpenIoT, UBIROAD, UBISOAP, CBCPM, and EDISOA.

There are two further approaches (UBIWARE, NAPS) that offer theoretical models but did not demonstrate any real-world implementation or concrete approach.

The next clear category are those middlewares that apply the SOAP/Web Services model of security. This includes SOCRADES, SIRENA, and Hydra/Linksmart. As we have discussed in the previous sections there are significant challenges in performance, memory footprint, processor power and usability of these approaches when used with the IoT.

Two of the approaches delegate the model to the XMPP standards: VIRTUS and XMPP [33, 59]. XMPP also has the complexity of XML, but avoids the major performance overheads by using TLS instead of XML Encryption and XML Security.

This finally leaves a few unique approaches, each of which brings their own unique benefits.

DREMS is the only system to provide Multi-level security based on the concept of security clearances. While this model is attractive to government and military circles (because of the classification systems used in those circles), we would argue that it fails in many regards for IoT. In particular there are no personal controls, no concept of federated identity and no policy based access controls in this model.

SMEPP offers a model based on public key infrastructures and shared session keys. We would argue this approach has a number of challenges scaling to the requirements of the IoT. Firstly, there are significant issues in key distribution and key revocation. Secondly, this model creates a new form of perimeter - based on the concept of a shared session key. That means that if one device is compromised then the data and control of all the devices in that group are also compromised.

Only Dioptase supports the concept of stream processing in the cloud, which we argue is a serious requirement for the IoT. The requirement is to be able to filter, summarise and process streams of data from devices to support anonymisation and reduction of data leakage.

Finally, the we identified that the most advanced approach is that proposed by Webinos. Webinos utilizes some key technologies to provide a security and privacy model. Firstly, this uses policy-based access control (XACML). The model does not however support user-guided access control mechanisms such as OAuth2 or UMA.

Secondly, there is the use of Federated Identity tokens (OpenID), but only from users to the cloud, as opposed to devices to the cloud. The model of using federated identity tokens from the device to the cloud is proposed by [45, 46, 30]. However, in our opinion, the main contribution of this work is the concept of Personal Zone Hub, which is a cloud service dedicated to a single user to handle the security and privacy requirements of that user. However, the PZH model from Webinos does not examine many of the further challenges of how to implement the PZH in real life. For example, user registration, cloud hosting, and many other aspects need to be defined in more detail before the Webinos PZH model is practicable for real world projects. In addition there are challenges using the PZH model with smaller devices.
3.1 Overall gaps in the middleware
When we look at the requirements for security and privacy of the Internet of Things we can see there are some gaps that are not provided by any of the reviewed middleware systems.

- None of the middleware systems explicitly applied the concept of Privacy by Design in designing a middleware directly to support privacy, although Webinos did exhibit many of the characteristics of a system that used this approach.
- None of the models applied any concepts of context-based security or reputation to IoT devices.
- None of the middleware systems offered a user-centric model of access control.
- None of the middleware systems utilised federated identity at the device level.

4 SUMMARY AND CONCLUSIONS
4.1 Contributions
In this paper we have taken a two-phase approach to reviewing the available literature around the security and privacy of IoT devices.

In the first part we created a matrix of security challenges that applied the existing CIA+ model to three distinct areas: device, network and cloud. This new model forms a clear contribution to the literature. In each of these areas we either identified that there was no distinct challenges or we identified a set of clear challenges that is either unique to or exacerbated by the IoT.

In the second part, we used a structured search approach to identity 22 specific IoT middleware frameworks and we analysed the security models of each of those. While there are existing surveys of IoT middleware, none of them focussed on a detailed analysis of the security of the surveyed systems and therefore this has a clear contribution to the literature.

4.2 Further Work
In our survey, we have identified some clear gaps. Over half the surveyed systems had either no security or no substantive discussion of security. Out of 22 surveyed systems we found very few that addressed a significant proportion of the major challenges that we identified in the first section. We found certain aspects that were identified in the first section that were not addressed by any of the surveyed systems. Based on this we believe there is a significant opportunity to contribute to the research by creating a middleware for IoT that addresses these gaps.

- To define a model and architecture for IoT middleware that is designed from the start to enable privacy and security (Privacy by Design).
- Secondly, to bring together the best practice into a single middleware that includes: federated identity (for users and devices), policy-based access control, user managed access to data, stream processing in the cloud.
- Thirdly, there is considerable work to be done to define a better model around the implementation challenges for the concept of a personal cloud service (e.g the Webinos PZH). This includes the hosting model, bootstrapping, discovery and usage for smaller devices.
- Finally, creating a middleware system that applies context-based security and reputation to IoT middleware.

REFERENCES
[2] ABERER, K., AND HAUSWIRTH, M. Middleware support for the” internet of things”.


[37] DIERKS, T. The transport layer security (tls) protocol version 1.2.


References


[84] MOSKOWITZ, R. Hip diet exchange (dex).

[85] MOSKOWITZ, R. Host identity protocol architecture.


[123] Zee. Fitbit users are unwittingly sharing details of their sex lives with the world, 2011. (Visited on 06/04/2013).
