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ABSTRACT
Open-domain question answering (OpenQA) is one of the most challenging yet
widely investigated problems in natural language processing. It aims at building a
system that can answer any given question from large-scale unstructured text or
structured knowledge-base. To solve this problem, researchers traditionally use
information retrieval methods to retrieve the most relevant documents and then use
answer extractions techniques to extract the answer or passage from the candidate
documents. In recent years, deep learning techniques have shown great success in
OpenQA by using dense representation for document retrieval and reading
comprehension for answer extraction. However, despite the advancement in the
English language OpenQA, other languages such as Arabic have received less
attention and are often addressed using traditional methods. In this paper, we use
deep learning methods for Arabic OpenQA. The model consists of document
retrieval to retrieve passages relevant to a question from large-scale free text resources
such as Wikipedia and an answer reader to extract the precise answer to the given
question. The model implements dense passage retriever for the passage retrieval task
and the AraELECTRA for the reading comprehension task. The result was compared
to traditional Arabic OpenQA approaches and deep learning methods in the English
OpenQA. The results show that the dense passage retriever outperforms the
traditional Term Frequency-Inverse Document Frequency (TF-IDF) information
retriever in terms of the top-20 passage retrieval accuracy and improves our end-to-
end question answering system in two Arabic question-answering benchmark
datasets.

Subjects Artificial Intelligence, Computational Linguistics, Natural Language and Speech
Keywords Arabic open domain question answering, Transformer-based models for question
answering, Dense information retrieval approach

INTRODUCTION
Throughout the history of Natural Language Processing (NLP), OpenQA has remained a
long-standing issue. OpenQA is an intelligent system that answers questions based on
large-scale data. The data can be in a structured form (e.g., knowledge bases), semi-
structured form (e.g., tables), and unstructured form (e.g., open textual content). Since
1999, when the National Institute of Standards and Technology (NIST) first included the
QA track in the Text Retrieval Conference (TREC) contests, OpenQA research has
exploded (Chen et al., 2017).

Question Answering (QA) research has received considerable attention in recent years
due to the importance of QA applications. Traditional QAmethods are often performed in
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three stages first, analyze the question, retrieve the relevant articles, and then extract
the answer (Zhu et al., 2021). Reading comprehension tasks have progressed to offer QA
researchers a simple two-stage framework. In the first stage, a passage retriever returns
a subset of passages that include some of the answers to the question. While in the second
stage, a passage reader analyzes the retrieved passages to extract the correct answer (Chen
et al., 2017).

The passage retrieval task often uses classical Information Retrieval (IR) approaches
such as TF-IDF (Sammut & Webb, 2017) and BM25 (Amati, 2009) to retrieve relevant
candidates passages. Recent passage retrieval approaches have used deep learning
techniques to replace classical IR approaches. They, in particular, utilize dense
representations which learn to encode questions and documents into a latent vector space
where text semantics beyond term match can be measured (Zhu et al., 2021). The dense
passage retrieval models work by feeding dense representations of a question and
passages into a language model. The most relevant passages are then ranked using the
dot-product of these two representations. The passage reading task in the OpenQA system
aims to infer the answer to a question from a set of candidate passages. This task is
more complicated than the original Machine Reading Comprehension (MRC) that takes
only a passage and corresponding question to extract the answer. To understand the
progress in the passage reading task, one needs to have some background about transformer-
based pre-trained NLP models such as the Bidirectional Encoder Representations from
Transformers (BERT) (Devlin et al., 2019) that have contributed heavily to the success of
many NLP applications (Hedderich et al., 2021). Similar to other NLP tasks, pre-trained
transformer-based models, more specifically BERT-based models, have been successfully
utilized in many English QA systems (Qiu et al., 2020). However, few studies have
investigated the effects of using pre-trained models for Arabic QA tasks, despite the
availability of several Arabic pre-trained transformer models, such as AraBERT (Antoun,
Baly & Hajj, 2020) and AraELECTRA (Antoun, Baly & Hajj, 2021).

In this paper, we contribute to improving the performance of the Arabic OpenQA
system. We implement a two-stage (Retriever-Reader) architecture which is the most
efficient and promising way to create OpenQA systems (Huang et al., 2020). We use deep
learning techniques to build the information retriever and reading comprehension models.
To create our OpenQA system, we first fine-tuned the Dense Passage Retrieval (DPR)
(Karpukhin et al., 2020) using the ARCD (Mozannar et al., 2019) and TyDiQA-GoldP
(Clark et al., 2020) datasets. Then, we connected the DPR with the AraELECTRA passage
reader. Finally, we compared the performances of the OpenQA on different benchmark
datasets.

In this paper, “Related works” presents studies related to OpenQA and transformer-
based QA; “Model Overview” presents details of the model; “Dataset” provides details of
the datasets used in our experiments; “End-to-End System: Arabic OpenQA” presents our
end-to-end OpenQA system; and finally “Experiments and Results” covers the
experiments and evaluations of the system.
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RELATED WORKS
Modern OpenQA systems combine IR and neural MRC models to answer open-domain
factual questions. The IR system’s goal is to find and rank relevant passages likely to
contain the correct answers to natural language questions. Traditional IR approaches
incorporate the sparse representation approach (TF-IDF or BM25) to rank articles based
on the weighted similarity score between documents and questions. However, in recent
years, several dense representation-based IR approaches have been developed that learn to
encode questions and passages into a latent vector space where text semantics beyond term
match can be measured.

Dense approaches outperform traditional sparse retrieval methods due to their ability to
capture lexical or semantic similarities, not only matching keywords (Karpukhin et al.,
2020). Karpukhin et al. (2020) focused on creating the correct dense embedding model
using only pairs of questions and answers by combining the BERT pre-trained model and a
dual-encoder architecture. Their dense passage retriever uses a dense encoder to convert
any text into a dimensional real-valued vector and creates an index for all passages to
be retrieved. Their proposed model achieved better results than multiple open-domain QA
on many QA datasets, including SQuAD, Natural Questions, and TriviaQA.

Lee, Chang & Toutanova (2019) designed a QA model in a supervised manner, where
the retriever and reader are trained together to optimize the marginal log-likelihood of the
right answers. There is no specific IR system for this QA model. Instead, the model can
retrieve any text from a corpus that is open to the public. The ORQA system only requires
(question, answer) string pairs during the training, rather than ground-truth context
passages (i.e., reading comprehension datasets). The retriever and reader components were
designed using BERT.

Guu et al. (2020) proposed an effective approach that combines a learned textual neural
knowledge retriever with the language model pre-training methods. Unlike models that
store knowledge in their parameters, this approach directly highlights the role of world
knowledge by requiring the model to choose which knowledge to extract and employ
during inference. The language model uses the retriever to retrieve documents from
Wikipedia before making each prediction, and then the documents are examined. On three
QA benchmarks, the Guu et al. (2020) model outperformed all the previous models, even
when compared to state-of-the-art models.

Neural MRC models offer a powerful solution for answer extraction in OpenQA,
eliminating the need for traditional linguistic analytic techniques and revolutionizing
OpenQA systems. Neural MRC models utilize the pre-trained language models for QA
tasks in a self-supervised manner. In Yang et al. (2019), BERT was integrated with the
open-source Anserini information retrieval toolkit to create an end-to-end question
answering system. Unlike multi-stage retrieval systems, which retrieve documents first and
then rank the retrieved passages, they employed a single-stage retriever to identify
Wikipedia text segments to send directly to the BERT reader. They fine-tuned BERT to
remove the final SoftMax layer over several answer spans.
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Several researchers have used ELECTRA (Efficiently Learning an Encoder that Classifies
Token Replacements Accurately) for OpenQA reading comprehension. ELECTRA is a
self-supervised language representation learning approach pre-trained on a large corpus.
Antoun, Baly & Hajj (2021) developed the pre-training text discriminators for the Arabic
language understanding named AraELECTRA. The discriminator network has the same
architecture and layers as a BERT model. To fine-tune their approach, they added a linear
classification layer on top of ELECTRA’s output and fine-tuned the whole model with the
added layer on reading comprehension tasks. Researchers evaluated the model on many
Arabic NLP tasks, including reading comprehension. Compared to QA in the English
language, the progress in Arabic language QA systems is very slow. This is due to the shortage
of NLP resources and datasets for Arabic QA. Arabic OpenQA research incorporates the
sparse approach for passage retrieval. SOQAL (Mozannar et al., 2019) was the first attempt at
developing modern Arabic OpenQA systems, and it was created by integrating hierarchical
TF-IDF traditional IR approaches with a Multilingual Pre-trained Bi-directional Transformer
(mBERT) neural MRC model to answer open-domain factual queries. The system gets a set
of documents relevant to the query, retrieves the text most linked to the user’s query, and
returns the text as an answer using mBERT. An Arabic Reading Comprehension Dataset
(ARCD) with 1,395 questions in diverse fields was created based on Wikipedia articles. The
ARCD dataset experiment with the BERT-based reader achieved a 50.10 F1-score, and the
experiment on the Arabic-SQuAD dataset achieved a 48.6 F1 score. The overall performance
on the top five answers was 20.7 EM and a 42.5 F1 score.

Ahmed, Bibin & Babu Anto (2017) proposed a model called question answering based
on neural networks to answer factoid questions by accessing a knowledge base. The system
consisted of a question analyser, a knowledge retriever, and an answer generator. The
question is represented as a vector in the question analyser module using a bidirectional
Gated Recurrent Unit (GRU). The retrieved facts and the short-term memory of the
recurrent neural network are used to generate the answer. The accuracy of their system was
tested using a knowledge base, and the results showed a 53% accuracy rate.

Ahmed, Ahmed & Babu Anto (2017) proposed an Arabic QA based on machine-
learning techniques for question classification and answer selection tasks. Their system
consisted of a question-analysis module that included a tokenizer, a stemmer, stop-word
removal, and a question class identifier. Then, the passage retrieval module returned
related passages from the document set. The last component was the answer extraction.
They used a Support Vector Machine (SVM) classifier for question classification and
answer selection. They tested their system using a set of 434 translated questions from
TREC-QA Track, and the MRR score was 57.7%.

Ahmed & Babu Anto (2016) proposed an Arabic QA system that answers two types of
questions: “how” and “why” questions. The system consisted of question analysis, question
expansion, document retrieval, and answer extraction. They used TF-IDF weighing to
retrieve the related documents from the corpus. The F1 measure was 56% for the “how”
questions and 64% for the “why” questions.

Almiman, Osman & Torki (2020) discussed the Arabic community question answering
problem. They used different types of similarity features and studied the effect of using
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preprocessing. They produced a novel deep neural network ensemble model from the
semantic and lexical similarity features. The model utilized recent advances in language
models using the BERT model. The model achieved an MRR value of 68.86%.

MODEL OVERVIEW
The OpenQA problem is formulated in this study with the retriever-reader approach that
consists of two major modules. The first is the dense passage retriever which, given a large
corpus (e.g., Arabic Wikipedia), retrieves a passage or several passages that likely contain
the correct answer to a given query. The second is the passage reader, which is a neural
MRC model that finds the answer from the retrieved passages. The following subsections
provide more details about both modules.

Dense passage retriever
Dense Passage Retrieval (DPR) was introduced in 2020 by Karpukhin et al. (2020) for
open-domain QA tasks as an alternative to the TF-IDF, and BM25 passage retrieval
approaches. This retriever improves the reader by working as a lightweight filter reducing
the number of documents that must be processed. Dense methods, such as a dual-encoder
in DPR, have outperformed the sparse techniques in English open-domain QA. These
methods use deep neural networks to embed both the document and the question into a
shared embedding space. The dense model uses transformer-based encoders that are more
sensitive to characteristics such as lexical variations or semantic relationships, whereas the
sparse methods consider the text as a “bag of words,” without considering word order and
grammar (Karpukhin et al., 2020).

DPR uses two independent BERT encoders to train a retriever using pairwise questions
and answers. To train DPR, we need a question, their answer, positive passages, and
negative passages. The negative samples can be obtained using methods such as BM25 to
return negative samples to a question from the corpus that does not contain the correct
answer or the in-batch negatives method to return samples that are paired with other
questions in the same batch. The representation-based method used in DPR can be very
fast since passages can be calculated and indexed offline in advance. However, because the
representations of the question and passage are generated independently, only shallow
interactions between them are captured, which may reduce retrieval efficiency. The
experiments on this method show that the inner product function is the best way to
calculate a dual-encoder retriever’s similarity score.

This allows the DPR model to capture the lexical or semantic similarities. Thus, phrases
that contain different tokens (keywords), but the same meaning may still be mapped to
vectors that are located relatively close to each other. For example, the DPR would be able
to better match (“ دوقن ” with “ لام ” - money) and extract the correct context. The purpose of
DPR is to index all passages in a low-dimensional, continuous space so that it may
efficiently retrieve the top passages relevant to the input question for the reader at run-time
(Karpukhin et al., 2020).
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Dense passage retriever methodology
DPR is an efficient retrieval method that uses dense representations to compute relevancy.
Dense techniques use text as the input to neural network encoders, and the text is
represented as a vector of a fixed size, usually 768. Despite the fact that the individual
dimensions do not match any specific language or linguistic feature, each dimension stores
some information about the text. The relative density of these vectors is due to the rarity of
a zero value in them. The model architecture used a dual encoder, that is, two BERT base
models, one to encode the query and the other to encode the passage. The dot product
similarity between the query and the document embeddings is used to rank documents.
The passage encoder is used in all the passages and indexes them using FAISS (Johnson,
Douze & Jegou, 2021). During training, the question-context pair is sent into the DPR
model, and the weights are tuned to maximize the dot product between the two model
outputs. The dot product value of the two model outputs measures the similarity between
both vectors. A higher dot product correlates to higher similarity. The context encoder and
the question encoder were both trained to give very similar vectors as output for relevant
question-context pairs (see Fig. 1). Separate encoders will help with queries shorter than
documents, and employing "in-batch negatives," gold labels used as negative examples for
other data in the same batch, is more effective.

DPR (Karpukhin et al., 2020) employs a dense encoder EP(·), which converts any text
into a d-dimensional vector and generates an index for allM passages. DPR uses a separate
encoder called EQ(·) during run-time, which converts the input question to a d-
dimensional vector and returns K nearest passages vectors to the question vector. Using
the dot product of their vectors, the similarity between the question q and the passage p can
be defined as the following (Karpukhin et al., 2020):

Figure 1 The process of data flow through a DPR model during training. Where EP is the passage
encoder, and EQ is the question encoder adapted from Briggs (2021).

Full-size DOI: 10.7717/peerj-cs.952/fig-1
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simðq; pÞ ¼ EQðqÞTEPðpÞ (1)

The DPR encoder outputs the representation at the unique initial token of the sequence
[CLS] by combining two independent BERT networks (base, uncased). When training the
DPR, the training data consists of m examples. Each example includes one question (qi)
and one related positive passage ðpþi Þ along with n unrelated negative passages ðp�i;1Þ.
The training data can be formulated as follows: D ¼ ��

qi; pþi ; p
�
i;1; � � � ; p�i;n

��m
i¼1

(Karpukhin et al., 2020) and the optimizing loss function for the negative log-likelihood of
the positive passage as follows (Karpukhin et al., 2020):

L qi; pþi ; p
�
i;1; � � � ; p�i;n

� �
¼ � log

esim qi;pþið Þ

esim qi;pþið Þ þPn
j¼1 e

sim qi;p�i;j
� 	 (2)

Retriever evaluation

The main metrics used in IR evaluations are the recall, the precision, the accuracy, and
the Mean Average Precision (MAP) (Teufel, 2007). The fraction of relevant documents that
are retrieved is described as the recall (see Eq. (3)). Precision is the fraction of retrieved
documents that are relevant (see Eq. (4)). The proportion of correctly classified documents,
whether relevant or irrelevant, is defined as the accuracy (see Eq. (5)). The Mean Average
Precision (MAP) for a set of queries is the average of each query’s average precision scores
(see Eq. (6)). MAP is a value that ranges from zero (no matches) to one (the system
found correct documents for all top results). It’s extremely helpful when there’s more than
one correct document to find.

Recall ¼Number of relevant documents retrieved
Number of relevant documents

(3)

Precision ¼Number of relevant documents retrieved
Number of retrieved documents

(4)

Accuracy ¼Number of relevant retrieved and irrelevant documents not retrieved
Total number of all documents

(5)

Mean Average PrecisionðMAPÞ ¼
PQ

q¼1 AvePðqÞ
Q

where Q is the number of queries: (6)

AraELECTRA passage reader
ELECTRA (Efficiently Learning an Encoder that Classifies Token Replacements
Accurately) is a new and more efficient self-supervised language representation learning
approach. ELECTRA, similar to the Generative Adversarial Network (GAN) (Zhang et al.,
2018), trains two transformer models, the generator and discriminator. The model
performs a pre-training task called Replaced Token Detection (RTD) to replace some
tokens with plausible alternatives sampled from a small generator model. In doing this, the
discriminator model tries to predict whether a token is an original or a replacement by a
generator sample instead of training a model to predict the identities of the masked tokens.
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ELECTRA was initially released as three pre-trained models: small, base, and large.
ELECTRA achieved state-of-the-art results on the SQuAD2.0 dataset in 2019 (Clark et al.,
2020).

AraELECTRA
AraELECTRA is an Arabic language representation model pre-trained using the RTD
(Antoun, Baly & Hajj, 2021) methodology on a large Arabic text corpus. AraELECTRA
consists of 12 encoder layers, 12 attention heads, 768 hidden sizes, and 512 maximum
input sequence lengths for a total of 136 million parameters. Figure 2 shows the replaced
token detection pre-training task for AraELECTRA.

Reader evaluation

We evaluated our model based on two metrics that are commonly used in QA tasks. The
first is the exact match (EM), and the second is the F1-score.

F1 METRICS: The F1 score is a widely used metric in QA tasks. It is useful when both
precision and recall need to be considered when evaluating the model performance. It is
calculated by the individual words in the prediction against those in the correct answer.
Precision is the ratio of correctly predicted tokens divided by the number of all predicted
tokens. The recall is also the ratio of correctly predicted tokens divided by the number
of ground truth tokens. If a question has many answers, then the answer that provides the
highest F1 score is considered to be the ground truth.

F1 ¼ 2 � Precision � Recall
Precisionþ Recall

(7)

Exact Match: This is a true/false metric that measures each question-answer pair. If the
predictions match the correct answers exactly, then the EM = 1 or else the EM = 0.

EM ¼
PN

i¼1 F xið Þ
N

;where F xið Þ ¼ 1; if predicted answer ¼ correct answer
0; otherwise



(8)

DATASET
To train the DPR and AraELECTRA reader, two public release datasets are used. The
format of the dataset matches the format of the well-known SQuAD1.0 dataset (Rajpurkar

Figure 2 Replaced token detection pre-training approach (Antoun, Baly & Hajj, 2021).
Full-size DOI: 10.7717/peerj-cs.952/fig-2
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et al., 2016). For training the DPR, we convert all used datasets from SQuAD structure to
DPR structure (see Fig. 3). This structure includes questions, answers, positive passages,
and hard negative passages. For every question, 30 hard negative passages are initialized
using the BM25 IR passage retrieval. Hard negative examples are the passages that do
not contain the answer but match most of the questions’ tokens. Positive passages are
the ones that appear in the training set paired with the questions.

Arabic reading comprehension dataset
ARCD was created byMozannar et al. (2019) in 2019 and contained 1,395 questions posed
by crowd workers on Arabic Wikipedia articles. This dataset was written by professional
Arabic speakers.

TyDiQA
TyDiQA is a multilingual, human-annotated question-answer dataset including
typologically diverse languages with 204 thousand question-answer pairs. The data is
collected directly from different languages without translation and is written without
seeing the answer. The dataset was designed for the training and evaluation of automatic
QA systems. The size of the Arabic dataset is 15,645 question-answer pairs. The primary
tasks of this dataset are the Passage Selection task (SelectP) and the Minimal Answer Span
task (MinSpan). The secondary task is the Gold Passage task (GoldP), which, given a
passage that contains the answer, predicts the single contiguous span of letters that answers

Figure 3 The dataset Structure for DPR. Where positive_ctxs: passages that are relevant to the ques-
tion, negative_ctxs: this was used by the original DPR authors to compare it against the in-batch negatives
approach and not used in our DPR so, we set it to an empty list, hard_negative_ctxs: passages that are not
related to the question. Full-size DOI: 10.7717/peerj-cs.952/fig-3
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the question. In this research, we used the Arabic TyDiQA-GoldP dataset (Clark et al.,
2020). Table 1 shows the size of the used datasets.

END-TO-END SYSTEM: ARABIC OPENQA
We built an OpenQA model that employs DPR and the AraELECTRA (Antoun, Baly &
Hajj, 2021) passage reader to answer open-domain questions based on Arabic Wikipedia
articles. First, the question is passed to the DPR retriever to return the top 20 passages.
Then, the candidate passages are fed into the AraELECTRA reader to produce the top
three answers. The reader returns an answer span and gives a span score to each passage.
The final three answers are chosen from the best span with the highest passage selection
score. We use the open-source NLP framework Haystack (Rusic, 2021) for our joint
retriever and reader approach.

The probability of a token starting and ending for an answer span and selecting a
passage are calculated as follows:

Pstart;iðsÞ ¼ softmax Piwstartð Þs (9)

Pend;iðtÞ ¼ softmax Piwendð Þt (10)

PselectedðiÞ ¼ softmax P̂
>
wselected

� �
i

(11)

where Pi 2 RL�hð1 � i � kÞ is the reader representation for the i-th passage, L is the
passage’s maximum length, and h is the hidden dimension.

EXPERIMENTS AND RESULTS
This section details the dataset we used for the experiments on the passage retriever and
the reader, including the basic setup.

Fine tuning multilingual dense passage retriever on Arabic datasets
DPR examines all the documents in the database and then identifies what is relevant and
discards what is not. It passes only a small set of candidate documents to the reader. This
results in computationally intensive indexing but quick querying.

We fine-tune the multilingual Dense Passage Retriever (mDPR) model from Hugging
face (Voidful, 2021) which trained based on multilingual BERT (Devlin et al., 2019). The
model is trained on a training set that contains 644,217 multilingual questions and 73,710
questions in the development set. The model trained using the following translated
datasets: NQ (Kwiatkowski et al., 2019), Trivia (Joshi et al., 2017), SQuAD (Rajpurkar et al.,
2016), Delta Reading Comprehension Dataset (DRCD) (Cui et al., 2020), and MLQA
(Lewis et al., 2020). Training the model from scratch requires initializing the embeddings

Table 1 Arabic reading comprehension datasets.

Reference Name Train Test

(Mozannar et al., 2019) ARCD 695 700

(Clark et al., 2020) TyDiQA-GoldP (Arabic) 14,724 921
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of both the passage and the query models with an Arabic language model and a large
Arabic dataset containing enough unique passages. However, applying such a method
requires a large amount of well-labeled, clean, non-translated data. Thus, in this step, we
decided to fine-tune the mDPR with the ARCD (Mozannar et al., 2019) and TyDiQA-
GoldP (Clark et al., 2020) datasets. We used the pre-trained mDPR weights for fine-tuning
and initialized both the query and the passage models using the mBERT pre-trained
model. We used the previous DPR (Karpukhin et al., 2020) parameters for the maximum
passage length, but we reduced the maximum query length to 64 because the queries are
rarely longer than 64. We trained the merged and the single training set of the ARCD
(Mozannar et al., 2019) and TyDiQA-GoldP (Clark et al., 2020) datasets to 16 epochs since
we searched for the best number of train epochs from (4–16), and we used each test set for
testing the model.

We implemented our passage retriever module using dense representations, where
embeddings are learned from a number of questions and passages using a dual-encoder
model. To implement our dense passage retriever, we followed the steps below:

� We used the 01-09-2021 dump of Arabic Wikipedia (Wikimedia Foundation, 2021) as
our knowledge source to answer the factoid questions. Only the plain text was extracted
and all other data, such as lists and figures, were removed using the WikiExtractor
tool (Attardi, 2015). After removing the internal disambiguation, list, index, and outline
pages, we were able to extract 3.2 million pages with 2,130,180 articles. Due to memory
limitations, we only used 491,253 articles.

� We used Elasticsearch (elastic, 2021) to store the document text and other metadata. We
pre-processed by removing empty lines, whitespaces, and long headers and footers.
We also split files into small documents of around 100 words, storing these documents
in the Elasticsearch document storage. The text’s vector embeddings were indexed based
on Elasticsearch Indexing, which was then searched to get answers.

� We initialized our DPR to search for documents in DocumentStore, retrieve some
documents, and return the top 20 passages that are most related to the query. Initializing
and training the DPR retriever contained the following arguments:

1. document_store: A DocumentStore object from which documents can be retrieved.

2. query_embedding_model: A question encoder checkpoint. We used the mDPR
(Voidful, 2021) by hugging-face transformers.

3. passage_embedding_model: A passage encoder checkpoint. We used also the mDPR
(Voidful, 2021) by hugging-face transformers.

4. max_seq_len_query: The Maximum number of tokens for the query is 64.

5. max_seq_len_passage: The Maximum number of tokens for the passage is 256.
batch_size: The number of queries and passages to encode. The batch size is set to 4.

6. similarity_function: During training, the dot_product function is used to calculate the
similarity of the query and passage embeddings.

7. query: The question
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8. filters: Contains the dictionary of the keys that indicate a metadata field and the value,
which is a list of acceptable values for that field.

9. top_k: Contains the number of passages to retrieve per question.

10. index: Contains the name of the DocumentStore index from which documents can be
retrieved.

In our work, we also applied a Term Frequency-Inverse Document Frequency (TF-IDF)
document retriever to compare the results to other approaches. In our TF-IDF document
retriever, each document is initially preprocessed with the NLTK Arabic tokenizer (Bird
et al., 2008) and stop words removal. The TF-IDF weights matrix in the document set, like
Arabic Wikipedia, were created using n-gram numbers to take local word order into
consideration. The retriever becomes more accurate as the number of documents goes up;
however, the retrieving procedure becomes longer and more memory costly. The vector is
normalized for every document, and the weights of the TF-IDF vector of question are
calculated according to the document’s vocabulary. The score is then calculated as the
cosine similarity between the question and vectors of the document. Finally, the top
documents with the highest similarity are returned (Mozannar et al., 2019).

When evaluated on the TyDiQA-Goldp dev set and the ARCD test set, our dense
retriever largely out-performs a TF-IDF in terms of the top-20 and top-100 passage
retrieval accuracy and improves our end-to-end OpenQA. Figure 4 shows an example of
our DPR prediction. In addition, we run the Elasticsearch’s default BM25 algorithm

Figure 4 Sample prediction of our DPR from the ARCD test.
Full-size DOI: 10.7717/peerj-cs.952/fig-4

Alsubhi et al. (2022), PeerJ Comput. Sci., DOI 10.7717/peerj-cs.952 12/21

http://dx.doi.org/10.7717/peerj-cs.952/fig-4
http://dx.doi.org/10.7717/peerj-cs.952
https://peerj.com/computer-science/


(elastic, 2021) and the TF-IDF retriever for comparison to get an example of what each
retriever retrieves (see Fig. 5).

Retriever results
Table 2 shows the results of our DPR trained on combined datasets and a single dataset of
ARCD and TyDiQA-GoldP. In all experiments, DPR’s provide higher recall and MAP
scores in comparison with traditional methods. Table 3 compares different passage
retrieval systems on two Arabic QA datasets, using the top-20 accuracy and top-100

Figure 5 Example of the top two passages retrieved by our DPR, BM25, and TF-IDF. Full-size DOI: 10.7717/peerj-cs.952/fig-5

Table 2 Results of the DPR model on TyDiQA-GoldP and ARCD datasets with different training
settings.

Training dataset Testing dataset Recall MAP

TyDiQA-GoldP TydiQA dev set 98.11 93.56

ARCD ARCD test 96.13 73.68

ARCD+TyDiQA-GoldP TydiQA dev set 98.00 94.12

ARCD+TyDiQA-GoldP ARCD test 93.28 68.94
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accuracy. Our DPR performs better than the TF-IDF on all datasets. When training with a
single dataset, ARCD is limited to a small set of Wikipedia documents, thus causing low
results. In contrast, the TyDiQA-GoldP dataset improves the results. Using combined
datasets for training improves the accuracy scores in all the experiments.

Fine-tuning AraELECTRA for reading comprehension task
We trained the AraELECTRA on the TyDiQA-GoldP and the ARCD training sets. In the
pre-processing step, we applied a pre-processing method that does the following:

� Replace emojis

� Remove HTML markups, except in the TyDiQA-GoldP dataset

� Replace email

� Remove diacritics and tatweel

� Insert whitespaces before and after all non-Arabic digits, English digits, and Arabic and
English Alphabet letters

� Insert whitespace between words and numbers or numbers and words

For dataset splitting, we followed the previous work of Antoun, Baly & Hajj (2020) and
used the original training and testing set of the ARCD and the TyDiQA-GoldP. We
implemented the AraELECTRA-base-discriminator on the reading comprehension
datasets, namely the TyDiQA-GoldP set and ARCD. To fine-tune, we searched for the best
number of train epochs (2,4,3), and we tried different learning rates [1e−4, 2e−4, 3e−4, 5e
−3]. We chose the hyper-parameters that gave us the best results. We used the following
hyper-parameters: three epochs and four batch sizes, with a learning rate 3 × 10−5. The
maximum total input sequence length after WordPiece (Wu et al., 2016) tokenization is
384. The maximum number of tokens for the question is 64, and the maximum length of
an answer that can be generated is 30. To provide a valid comparison, we used the same
hyperparameters on all experiments.

In the first experiment, we used the ARCD to train the AraELECTRA model. The
results, as shown in Table 4, demonstrate a large improvement in our models over the
mBERT model. The AraELECTRA achieved the best F1 score and EM. The small size of
the ARCD affected the performance of the model. The low results of the ARCD are due to
the poor quality of the training examples. The ARCD training set contained text in

Table 3 The results of DPR in comparison with TF-IDF on TydiQA and ARCD datasets.

Model Training dataset Test dataset Dataset size Accuracy Top-20 Accuracy Top-100

TF-IDF N/A TydiQA dev set 921 37.03 48.70

TF-IDF N/A ARCD test 696 33.61 40.19

DPR TyDiQA-GoldP TydiQA dev set train:14797 test:917 56.54 62.96

DPR ARCD ARCD test train:684 test:696 46.01 55.41

DPR ARCD+TyDiQA-GoldP TydiQA dev set train:15481 test:917 58.82 65.00

DPR ARCD+TyDiQA-GoldP ARCD test train:15481 test:696 50.56 57.26

Note: Boldfaced score indicates highest accuracy.

Alsubhi et al. (2022), PeerJ Comput. Sci., DOI 10.7717/peerj-cs.952 14/21

http://dx.doi.org/10.7717/peerj-cs.952
https://peerj.com/computer-science/


languages other than Arabic, which can reduce performance due to the unknown words
and characters (Antoun, Baly & Hajj, 2021).

In the second experiment of AraELECTRA, we used the TyDiQA-GoldP dataset. In this
experiment, we obtained a better result for the F1 score and EM compared to the ARCD that
used the same model (see Table 5). We recorded an increase in the exact match score over the
ARCD. EM measures the percentage of predictions that match any of the ground truth.

In our OpenQA system, we used the AraELECTRA based on the TyDiQA-GoldP
dataset because the results were much higher than those of the ARCD dataset. We believe
that this is because the dataset is much cleaner and is correctly labeled, without any
translations (Clark et al., 2020). This dataset was created by experts in the Arabic language.
We recognize that a deep understanding of the data itself is key to understanding what
modeling techniques are best suited for the data. Running those experiments was
computationally high, and the model took more than 12 h to train only three epochs. In
Fig. 6, we capture one of the results from the TyDiQA-GoldP development set. It can be
seen that the predicted answer exactly matches the exact ground truth answer.

Final results
Our system focuses on answering questions using Arabic Wikipedia. We used 491,253
documents to build an OpenQA system that can answer any type of factoid question where

Table 5 Comparison of the different text reader models on TyDiQA-GoldP.

Model TyDiQA-GoldP (F1-EM)

mBERT (Clark et al., 2020) 81.7–

AraBERTv0.1 (Antoun, Baly & Hajj, 2020) 82.86–68.51

AraBERTv1 (Antoun, Baly & Hajj, 2020) 79.36–61.11

AraBERTv0.2-base (Antoun, Baly & Hajj, 2020) 85.41–73.07

AraBERTv2-base (Antoun, Baly & Hajj, 2020) 81.66–61.67

AraBERTv0.2-large (Antoun, Baly & Hajj, 2020) 86.03–73.72

AraBERTv2-large (Antoun, Baly & Hajj, 2020) 82.51–64.49

ArabicBERT-base (Antoun, Baly & Hajj, 2020) 81.24–67.42

ArabicBERT-large (Antoun, Baly & Hajj, 2020) 84.12–70.03

Arabic-ALBERT-base (Antoun, Baly & Hajj, 2020) 80.98–67.10

Arabic-ALBERT-large (Antoun, Baly & Hajj, 2020) 81.59–68.07

Arabic-ALBERT-xlarge (Antoun, Baly & Hajj, 2020) 84.59–71.12

AraELECTRA (Antoun, Baly & Hajj, 2020) 86.86–74.91

AraELECTRA (ours) 86.01–74.07

Note: Boldfaced score indicates best performance.

Table 4 Comparison of two text reader models on ARCD.

Model ARCD (F1-EM)

mBERT (Mozannar et al., 2019) 50.10–23.9

AraELECTRA (ours) 68.15–35.47

Note: Boldfaced score indicates best performance.
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the answer can be found on and retrieved fromWikipedia. Table 6 compares our OpenQA
and SOQAL (Mozannar et al., 2019) system on the ARCD dataset, using the top-1, top-3,
and top-5 answers. Our OpenQA system achieves better results than the SOQAL system.
We conclude that using deep learning techniques in all modules will improve the results.

Table 7 summarizes our final end-to-end QA results, measured by the F1 score and EM,
with the aspects of different training datasets of DPR for the passage retriever. Table 7
shows how increased retriever accuracy usually leads to better QA results in every dataset.
In addition, the models perform well when evaluated to the TyDiQA-GoldP dataset.
However, the ARCD dataset performs poorly in multi and single-training settings.

Figure 6 Example of results from the TyDiQA-GoldP development set.
Full-size DOI: 10.7717/peerj-cs.952/fig-6
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Table 6 Comparison of our OpenQA and SOQAL when returning the top k answers.

Model Evaluation dataset EM F1

SOQAL (top-1) (Mozannar et al., 2019) ARCD 12.8 27.6

SOQAL (top-3) (Mozannar et al., 2019) ARCD 17.8 37.9

SOQAL (top-5) (Mozannar et al., 2019) ARCD 20.7 42.5

our OpenQA (top-1) ARCD 15.7 36.4

our OpenQA (top-3) ARCD 23.1 39.6

our OpenQA (top-5) ARCD 26.8 43.1

Note: Boldfaced score indicates best performance.

Table 7 End-to-end QA results. Our DPR is trained using single or merged training datasets, as
indicated by the terms single and multi.

Training setting Model Evaluation dataset EM F1

Single ORQA (Lee, Chang & Toutanova, 2019) NQ 33.3 –

TriviaQA 45.0

WQ 36.4

TREC 30.1

SQuAD 20.2

Single REALM (Guu et al., 2020) NQ 39.2 –

WQ 40.2

TREC 46.8

Single DPR (Karpukhin et al., 2020) NQ 41.5 –

TriviaQA 56.8

WQ 34.6

TREC 25.9

SQuAD 29.8

Single DPR + BM25 (Karpukhin et al., 2020) NQ 39.0 –

TriviaQA 57.0

WQ 35.2

TREC 28.0

SQuAD 36.7

Multi DPR (Karpukhin et al., 2020) NQ 41.5 –

TriviaQA 56.8

WQ 42.4

TREC 49.4

SQuAD 24.1

Multi DPR + BM25 (Karpukhin et al., 2020) NQ 38.8 –

TriviaQA 57.9

WQ 41.1

TREC 50.6

SQuAD 35.8

Single our DPR TyDiQA-GoldP 41.8 50.1

Single our DPR ARCD 15.1 35.3

Multi our DPR TyDiQA-GoldP 43.1 51.6

Multi our DPR ARCD 15.7 36.3

Alsubhi et al. (2022), PeerJ Comput. Sci., DOI 10.7717/peerj-cs.952 17/21

http://dx.doi.org/10.7717/peerj-cs.952
https://peerj.com/computer-science/


CONCLUSIONS
OpenQA is an important research area in the NLP field. The goal of a QA system is to
answer any questions written in a natural language. The current growth of language
models like BERT and ELECTRA has made it possible for all kinds of NLP tasks to make
significant progress. In this paper, we evaluate the performance of an OpenQA system
using the DPR and the AraELECTRA models in the Arabic language. Our paper addresses
the problem of Arabic OpenQA and how different factors like datasets will affect the
results. For initializing our OpenQA system, a model is trained to answer questions from
the retrieved passages. The DPR and the AraELECTRA passage reader were trained in the
context of QA with ARCD and TyDiQA-GoldP datasets. Our DPR outperforms the
traditional TF-IDF information retriever in terms of top-20 and top-100 passage retrieval
accuracy and improves our end-to-end QA system. For future work, the retriever can be
improved by combining DPR with BM25 or other IR models using a hybrid approach.
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